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Agent-oriented software engineering (AOSE) paradigm represents an interesting means of analyzing, designing and building complex software systems quite suitable to new software development requirements. Many scientific researches have been focused on this paradigm, yet its current state still reports relative lack of industrial acceptance compared to others. As a survey of AOSE paradigm, this paper outlines the overall state of this paradigm; and by identifying its weaknesses in detail, leads to a proposal solution to such shortcoming. This solution, in keeping with the existing approaches that aim to use situational method engineering (SME) in collaborative manner between agent-oriented methodology designers, suggests the use of a methodology evaluation framework in the process as well. This framework is a means to collect the best method fragment and evaluate consecutively the methodology during the development process for possible methodology improvements. The proposed solution is then readjusted to help software development organizations to reach the fifth level of Capability Maturity Model (CMM).
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INTRODUCTION

The complexity of software development process had caused the development of increasingly powerful and natural abstraction with which to model and develop complex systems. Procedural abstraction, abstract data types, and objects are all examples of such abstractions (Wooldridge et al., 1999). During the past two decades, with the increase in complexity of projects associated with software engineering, agent concepts that originated from Artificial Intelligence (AI) have been considered to devise a new paradigm for handling complex systems (Genesereth and Ketchpel, 1994; Jennings and Wooldridge, 1996, 2000; Shoham, 1990, 1993; Wooldridge, 1997).

Agent-oriented software engineering (AOSE) paradigm represents an interesting means of analyzing, designing and building complex software systems and it is quite suitable to the new software development requirements (agent-oriented methodologies strengths). But although many scientific researches have been fo-cused on this paradigm (existing agent-oriented software engineering), its current state still reports relative lack of industrial acceptance compared to others.

This paper aims to outline the current standing of AOSE paradigm (a survey of agent-oriented software engineering paradigm) and propose a solution to its relative lack of industrial acceptance compared to others, which is then readjusted to present a plan for software development organizations to reach the fifth level of CMM (proposal solution to agent-orientation promotion). Key building blocks of the proposed approach are an evaluation framework for agent-oriented software engineering methodologies (existing approaches for evaluating agent-oriented methodologies) and a project-specific methodology building framework (existing approaches for evaluating agent-oriented methodologies), which both have suitable instances but have never been merged. A practical instance of the proposal plan (agent open method) is also presented in this paper using these suitable frameworks.

A SURVEY OF AGENT-ORIENTED SOFTWARE ENGINEERING PARADIGM

In order to outline the current state of agent-oriented software engineering paradigm, this section starts with
defining AOSE methodologies (The definition of agent-oriented software engineering methodology), then briefly goes over its history (the history of agent-oriented software engineering paradigm), lists existing AOSE methodologies (existing agent-oriented software engineering methodologies) and states their strengths and weaknesses (strengths and weaknesses of agent-oriented methodologies).

The definition of agent-oriented software engineering methodology

To define AOSE methodology, it is first necessary to have a precise definition of methodology itself. Regarding (Brinkkemper, 1996; CMS, 2008; Firesmith, 2002; Lyytinen, 1987; IEEE, 1990; Sturm and Shehory, 2003; Sudeikat et al., 2004) the definition considered for a software engineering methodology in this paper is as follows: A business process equipped with distinct concepts and modeling tools for developing software (Akbari and Faraahi, 2008).

The methodology definition merged with software engineering paradigm concept constitutes the AOSE methodology definition. An agent-based system is a system in which the key abstraction used is that of an agent (Jennings and Wooldridge, 2000; Wooldridge, 1997) and (Wooldridge and Jennings, 1995). Thus by agent-oriented software engineering we mean a software engineering paradigm in which the key abstraction used is that of an agent. Considering this description and the mentioned definition for methodology, an agent-oriented software engineering methodology can be defined as follows: An agent-oriented software engineering methodology is a business process of developing software, equipped with distinct concepts and modeling tools, in which the key abstraction used in its concepts is that of an agent.

The history of agent-oriented software engineering paradigm

AOSE Paradigm, which was first proposed by Yoav Shoham in 1990, is based on a societal view of computation (Shoham, 1990 and 1993). The main source of this paradigm is AI (Debenham and Henderson-Sellers, 2002; Wooldridge, 1997) or precisely, Distributed Artificial Intelligence (DAI) (Bond and Gasser, 1998; Henderson-Sellers and Gorton, 2003). Nevertheless, in agent-oriented software engineering, agents are about computer science and software engineering more than they are about AI (See Wooldridge, 1997 for more description).

Agent-oriented paradigm has multiplied a lot during the past two decades, and although it was first limited to academic researches, it has interested the industry within the last years as well (Debenham and Henderson-Sellers, 2002; Henderson-Sellers and Gorton, 2003). It should be pointed out that after almost a decade of its introduction, the progress of this paradigm has faced a great transformation, which some researches refer to as the entrance to the new generation of software engineering methodologies (Dam and Winikoff, 2003; Henderson-Sellers and Gorton, 2003) (Figure 1) shows the effect of this transition on the number of AOSE methodologies designed per year. The main idea of this transition is based on SME (Harmsen, 1997) and the unification strategy of existing issue (AOSE TFG, 2004), to build a framework for designing project-specific methodologies. The mentioned approach is the researchers' solution to eliminate the relative industry rejection of this paradigm, or eliminate its weaknesses (AOSE TFG, 2004; Henderson-Sellers and Gorton, 2003; Henderson-Sellers et al., 2004). Such issues can be found in (Cossentino and Seidita, 2004), (Henderson-Sellers and Gorton, 2003) and (Juan et al., 2002), which will be described later.

EXISTING AGENT-ORIENTED SOFTWARE ENGINEERING METHODOLOGIES

This section goes through the identification of existing AOSE methodologies. Having the complete list of these methodologies can be a good base to distinguish the current state of AOSE paradigm, yet despite this standing, this list may also be used as a resource reference for the existing project-specific methodology building frameworks to complete their repositories (existing approaches for creating agent-oriented project-specific). The number of existing agent-oriented software engineering methodologies is very high despite their newness. Due to the limited space, examples of existing AOSE methodologies are presented in two separate tables in order of the year of presentation: Table 1 lists the AOSE methodologies introduced before year 2000, and Table 2 lists the AOSE methodologies introduced after year 2000. It should be pointed out that items presented at rows number 37, 43 and 57 are more than just simple methodologies, and are frameworks for creating agent-oriented project-specific methodologies, which will be described in (existing approaches for creating agent-oriented project-specific).

Figure 1 shows the number of AOSE methodologies designed each year from 1990, when AOSE paradigm was first introduced. As it is shown, the number of designed AOSE methodologies has a significant increase in year 2002, but has dropped again the year after. This could have several meanings:

1. AOSE paradigm had dramatically improved till year 2002 that has interested many methodology designers and users at the time: despite some exceptions, the number of methodologies designed has increased each
2. AOSE paradigm has provided the necessary conditions for creating project-specific methodology building frameworks: two project-specific methodology building frameworks were defined in year 2002, and also one in year 2004.

3. The introduction of project-specific methodology building frameworks has relevantly answered the user willingness to setup project-specific methodology, yet there is still room for improvements: the number of methodologies designed per year has significantly decreased since year 2002, yet there are still some methodologies designed independent from project-specific
Table 2. List of AOSE methodologies introduced after year 2000.

<table>
<thead>
<tr>
<th>#</th>
<th>Methodology</th>
<th>Year</th>
<th>Reference(s)</th>
</tr>
</thead>
<tbody>
<tr>
<td>31</td>
<td>Agent-SE</td>
<td>2001</td>
<td>Far, 2001</td>
</tr>
<tr>
<td>32</td>
<td>AOSM</td>
<td>2001</td>
<td>Shi, 2001</td>
</tr>
<tr>
<td>33</td>
<td>Styx</td>
<td>2001</td>
<td>Bush, 2001</td>
</tr>
<tr>
<td>34</td>
<td>Tropos</td>
<td>2001</td>
<td>Bresciani et al., 2001; Castro et al., 2001, 2002; Mylopoulos et al., 2001</td>
</tr>
<tr>
<td>35</td>
<td>ADELFE</td>
<td>2002</td>
<td>Bernon et al., 2002</td>
</tr>
<tr>
<td>36</td>
<td>ALCCIG</td>
<td>2002</td>
<td>Zhang et al., 2002</td>
</tr>
<tr>
<td>37</td>
<td>CAOMF</td>
<td>2002</td>
<td>Juan et al., 2002a; Juan et al., 2003; Taveter and Sterling, 2008</td>
</tr>
<tr>
<td>38</td>
<td>IEBPM</td>
<td>2002</td>
<td>Taveter and Wagner, 2002</td>
</tr>
<tr>
<td>39</td>
<td>INGENIAS</td>
<td>2002</td>
<td>Pavon and Gomez-Sanz, 2003, 2005</td>
</tr>
<tr>
<td>40</td>
<td>MESMA</td>
<td>2002</td>
<td>Cuesta et al., 2002</td>
</tr>
<tr>
<td>41</td>
<td>Nemo</td>
<td>2002</td>
<td>Huget, 2002</td>
</tr>
<tr>
<td>42</td>
<td>ODAC</td>
<td>2002</td>
<td>Gervais, 2002</td>
</tr>
<tr>
<td>43</td>
<td>Agent OPEN</td>
<td>2002</td>
<td>Debenham and Henderson-Sellers, 2002; Henderson-Sellers and Gorton, 2003; Henderson-Sellers et al., 2005</td>
</tr>
<tr>
<td>44</td>
<td>PASSI</td>
<td>2002</td>
<td>Cossentino and Potts, 2002; Cossentino, 2005</td>
</tr>
<tr>
<td>45</td>
<td>Prometheus</td>
<td>2002</td>
<td>Cervenka, 2003; Padgham and Winikoff, 2002a,b</td>
</tr>
<tr>
<td>46</td>
<td>ROADMAP</td>
<td>2002</td>
<td>Juan et al., 2002b</td>
</tr>
<tr>
<td>47</td>
<td>SABPO</td>
<td>2002</td>
<td>Dikenelli and Erdur, 2002</td>
</tr>
<tr>
<td>48</td>
<td>SADDE</td>
<td>2002</td>
<td>Sierra et al., 2002</td>
</tr>
<tr>
<td>49</td>
<td>MAGE</td>
<td>2003</td>
<td>Shi et al., 2003, Shi et al., 2004</td>
</tr>
<tr>
<td>50</td>
<td>OPM/MAS</td>
<td>2003</td>
<td>Sturm et al., 2003</td>
</tr>
<tr>
<td>51</td>
<td>RAP/AOR</td>
<td>2003</td>
<td>Taveter and Wagner, 2005; Wagner, 2003</td>
</tr>
<tr>
<td>52</td>
<td>RoMAS</td>
<td>2003</td>
<td>Yan et al., 2003</td>
</tr>
<tr>
<td>53</td>
<td>SONIA</td>
<td>2003</td>
<td>Alonso et al., 2005</td>
</tr>
<tr>
<td>54</td>
<td>AMBTA</td>
<td>2004</td>
<td>Sardinha et al., 2004</td>
</tr>
<tr>
<td>55</td>
<td>AODM</td>
<td>2004</td>
<td>Tian et al., 2004</td>
</tr>
<tr>
<td>56</td>
<td>CAMLE</td>
<td>2004</td>
<td>Shan and Zhu, 2004</td>
</tr>
<tr>
<td>57</td>
<td>FIPA</td>
<td>2004</td>
<td>Cossentino and Seidita, 2004; Garro et al., 2004</td>
</tr>
<tr>
<td>58</td>
<td>MAOSEM</td>
<td>2004</td>
<td>Wang and Guo, 2004</td>
</tr>
<tr>
<td>59</td>
<td>RAOI</td>
<td>2004</td>
<td>Giret and Botti, 2004</td>
</tr>
<tr>
<td>60</td>
<td>MAHIS</td>
<td>2005</td>
<td>Li and Liu, 2005</td>
</tr>
<tr>
<td>61</td>
<td>MAMHMS</td>
<td>2005</td>
<td>Giret, 2005</td>
</tr>
<tr>
<td>62</td>
<td>OMAASM</td>
<td>2005</td>
<td>Villaplana, 2005</td>
</tr>
<tr>
<td>63</td>
<td>OWL-P</td>
<td>2005</td>
<td>Desai et al., 2005</td>
</tr>
<tr>
<td>64</td>
<td>ADMuJADE</td>
<td>2006</td>
<td>Nikraz et al., 2006</td>
</tr>
<tr>
<td>65</td>
<td>MOBMAS</td>
<td>2006</td>
<td>Tran et al., 2007; Tran and Low, 2008</td>
</tr>
<tr>
<td>66</td>
<td>WAIWS</td>
<td>2006</td>
<td>Lu and Chhabra, 2006</td>
</tr>
<tr>
<td>67</td>
<td>ADEM</td>
<td>2007</td>
<td>Cervenka and Trenckansky, 2007; Whitstein technologies, 2008</td>
</tr>
<tr>
<td>68</td>
<td>ASPECS</td>
<td>2007</td>
<td>Cossentino et al., 2007</td>
</tr>
<tr>
<td>69</td>
<td>ForMAAD</td>
<td>2007</td>
<td>Hadj-Kacem et al., 2007</td>
</tr>
<tr>
<td>70</td>
<td>ANEMONA</td>
<td>2008</td>
<td>Giret, 2008</td>
</tr>
<tr>
<td>71</td>
<td>MASD</td>
<td>2008</td>
<td>Abdelaziz et al., 2008</td>
</tr>
<tr>
<td>72</td>
<td>MASIM</td>
<td>2008</td>
<td>Clancey et al., 2008</td>
</tr>
<tr>
<td>73</td>
<td>PerMet</td>
<td>2008</td>
<td>Grislin-Le Strugeon et al., 2008</td>
</tr>
<tr>
<td>74</td>
<td>AOMEIS</td>
<td>2009</td>
<td>Athanasiadis and Mitkas, 2009</td>
</tr>
<tr>
<td>75</td>
<td>ODAM</td>
<td>2009</td>
<td>Mao et al., 2009</td>
</tr>
</tbody>
</table>
methodology building frameworks.

**Strengths and weaknesses of agent-oriented methodologies**

In this section the necessity of agent-orientation usage is discussed as the agent-oriented methodologies strengths and its weaknesses, in terms of its relative industrial rejection.

**Agent-oriented methodologies strengths**

Agent-oriented methodologies strengths can be considered in two different aspects:

1. Inclusion of other paradigms’ capabilities and presentation of more abilities: AOSE paradigm includes all the capabilities of other paradigms (e.g. object-oriented, knowledge engineering and service-oriented) and even more abilities.
   
   a) Agent-oriented methodologies versus object-oriented methodologies: As stated by Shoham (Shoham, 1993), agents can be considered as active objects with mental states (Iglesias et al., 1999) which means despite the common characteristics between objects and agents they are not just simple objects but they present more capabilities (Iglesias et al., 1999).
   
   b) Agent-oriented methodologies versus knowledge engineering methodologies: Most of the problems subject to knowledge engineering methodologies are also present in designing Multi-Agent Systems (MAS) as knowledge acquisition, modeling, and reuse. Furthermore, these methodologies conceive a knowledge-based system as a centralized one, thus they do not address the distributed or social aspects of the agents, or their reflective and goal-oriented attitudes (Iglesias et al., 1999).
   
   c) Agent-oriented methodologies versus service-oriented methodologies: Regarding service-oriented methodologies, it should be pointed out that service is only one of the several concepts presented by an agent, and that agents may not be just service performers, but also predictives – they may volunteer information or services to a user, without being explicitly asked, whenever it is deemed appropriate (Jennings and Wooldridge, 1996).

2. Suitability with new software development requirements: As mentioned before, due to the complexity of software development process, wide range of software engineering paradigms has been devised (e.g. structured programming, object-oriented programming, procedural programming and declarative programming) (Jennings and Wooldridge, 2000). But recently, with the high rate of increase in complexity of projects associated with software engineering, agent concepts, which originated from artificial intelligence, have been considered to devise a new paradigm for handling complex systems (Genesereth and Ketchpel, 1994; Jennings and Wooldridge, 1996, 2000; Shoham, 1990, 1993; Wooldridge, 1997). Some special applications of this paradigm are presented in (Wooldridge and Ciancarini, 2001).

**Agent-oriented methodologies weaknesses**

Agent-oriented methodologies weaknesses can be considered in two different aspects:

1. The lack of attraction for methodology user to use the agent-oriented paradigm:
   
   a) Lack of agent-oriented programming languages: Although programming languages are only part of the development story, industry is reticent to adopt a new paradigm at the conceptual level if it is impossible to implement these ideas in a currently acceptable, commercially viable programming language (Henderson-Sellers and Gorton, 2003).
   
   b) Lack of explicit statement of agent-orientation advantages: The benefits of agent technology must be declared by introducing the cases where AOSE paradigm succeeds and other existing paradigms fail (Henderson-Sellers and Gorton, 2003).
   
   c) Relative difficulty of learning concept related to agent-oriented paradigm (AI): As an example the usage of Gaia agent-oriented methodology (Wooldridge et al., 2000) requires learning logic, which decreases the adoption of this methodology, since usually methodology users are not familiar with logic and do not tend to learn it (Sturm and Shehory, 2003).
   
   d) High cost of AO acquisition: The acquisition of this paradigm by software development organizations requires a high cost for training the development team (Henderson-Sellers and Gorton, 2003).

2. The lack of attraction for methodology user to use existing agent-oriented methodologies:
   
   a) Relative immaturity: The AO paradigm immaturity, which is a relative matter compared to other paradigms (Dam and Winikoff, 2003), is clearly because of it newness.
   
   b) Marketing of multiple AO methodologies: As long as the availability and marketing of multiple agent-oriented methodologies are in competitive manner, this feature is an obstacle to their widespread industrial adoption, since it leads to confusion of methodology users (Henderson-Sellers and Gorton, 2003).
   
   c) Lack of confrontation with wrong expectation of one-size-fits-all methodology: No unique specific methodology
can be general enough to be useful to every project without some level of personalization (AOSE TFG, 2004). Users usually think a unique methodology has general usage and ignore the fact that each methodology is designed for some specific goals (e.g. specific domain or different parts of life cycle). Thus when a specific methodology does not fit their requirements and leads to project failure they conceive the problem from the side of methodology whereas the problem is with the wrong methodology selection (Henderson-Sellers and Giorgini, 2005). Agent-oriented paradigm should support its user with the awareness and facilities to find the proper methodology for his project from existing methodologies or to change the existing instances in order to fit the project.

d) Lack of confrontation with user willingness to setup an owned project-specific methodology: The high number of existing AO methodologies can be seen as a proof that methodology users, often prefer to setup an owned methodology specially tailored for their needs instead of reusing existing ones (AOSE TFG, 2004). AO paradigm should support its user with the awareness and facilities to avoid setting up his methodology from the scratch, but to change the existing instances in order to fit the project.

PROPOSAL SOLUTION TO AGENT-ORIENTATION PROMOTION

The progress of AOSE paradigm is dependent to the elimination of its weaknesses as mentioned above. Clearly, when the software development organization becomes justified for using agent-orientation, by its strengths, it will accept its cost and learning effort much easier, since it knows that in long-term this paradigm will not just pay back this cost but that its benefits would be more than others.

With the emergence of industry willingness for agent-orientation, the next problem to be eliminated would be the lack of attraction for agent-oriented methodologies. It is obvious that identifying the strengths and weaknesses of each methodology can be the first step to its progress and wide industrial acceptance as well (Akbari and Faraahi, 2008; Aose TFG, 2004; Dam and Winikoff, 2003). In addition, the availability and marketing of multiple methodologies which is an obstacle to the ease of selection, lack of the presence of a one-size-fits-all methodology and the need of project-specific methodologies, shows the necessity for exploitation of a project-specific building framework.

Thus it is suggested that software development organizations use an evaluation framework for agent-oriented methodologies such as the one described in existing approaches for evaluating agent-oriented methodologies in order to choose the best for their project, and in case of finding no fitting match to exploit the evaluation results for building effective project-specific methodologies. This might be done by completing and thus improving existing methodologies by replacing their weak parts with strong parts from other methodologies, using one of the frameworks for creating agent-oriented project-specific methodologies described in (existing approaches for creating agent-oriented project-specific methodologies). Thus a consolidated approach as also expressed in (Henderson-Sellers and Gorton, 2003) could give a better signal to the industry. With this regard, it is suggested that instead of competing, agent-oriented methodology designers collaborate with each other by evaluating their own methodologies using an appropriate evaluation framework, to collect the method fragments with their rankings in order to use these information for method engineering. This is quite feasible since most of the agent-oriented methodologies are academic and not commercial products.

This approach will attract methodology users to use agent-oriented methodologies, and in other words results to industrial acceptance of AOSE paradigm. In addition the usage of the frameworks for creating agent-oriented project-specific methodologies will not only make it possible to use programming languages from other paradigms which are suitable for agent-orientation, but the industry willingness for this paradigm will encourage language designers as well.

This solution to AOSE weaknesses may also be readjusted to propose a plan for development organizations to reach the fifth level of CMM. Figure 2 explains this plan. In CMM organizational maturity framework (Humphery, 1990; Paulk et al., 1993), 5 maturity levels are distinguished (Harmsen, 1997): Initial, Repeatable, Defined, Managed and Optimizing. Since the proposed plan exploits the SME in order to build project-specific methodologies, it is clear that it satisfies the third level of CMM. In addition, the evaluation framework assesses the methodologies for management plans and thus the management plans' method fragments are constructed to methodology, both process and products are regularly evaluated by the project management team to satiate the forth level of CMM. The feedback that is given by the organization while employing the methodology using the evaluation framework causes the methodology correction to take place continuously and concurrent with its exploitation, and satisfies the 5th level of CMM.

What has taken place by now is the growth of repository by adding all the AOSE methodolohy's components without considering any evaluation (Henderson-Sellers et
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Figure 2. Proposal plan for agent-oriented software development organizations to reach the fifth level of CMM.

al., 2003; Henderson-Sellers et al., 2004; Henderson-Sellers et al., 2006). But the approach presented here is the usage of an evaluation framework and a project-specific methodology building framework simultaneously together. So, each methodology would first be evaluated, and the method fragments with their grades entered in the repository. This makes possible the selection of method fragments with desired grades at the methodology building stage which better implements SME approach. To implement this plan, an evaluation framework and a project-specific methodology building framework are needed. Existing approaches for evaluating agent-oriented methodologies and existing approaches for creating agent-oriented project-specific methodologies describes existing approaches of each of the frameworks.

EXISTING APPROACHES FOR EVALUATING AGENT-ORIENTED METHODOLOGIES

Researches considering the evaluation of agent-oriented methodologies are limited to (Akbari and Faraahi, 2008, 2009; Cernuzzi and Rossi, 2002; Dam and Winikoff, 2003; Henderson-Sellers and Giorgini, 2005; Kumar, 2002; Lin et al., 2007; Sabas et al., 2002; Shehory and Sturm, 2001; Sturm and Shehory, 2003; Sudeikat et al., 2004; Yu and Cysneiros, 2002) and some other studies that compare two or three methodologies, only with respect to the expressiveness and the concepts supported by the methodology (Sturm and Shehory, 2003). Most of the mentioned evaluation frameworks suffer from one or both of the following shortcomings: (1) Lack of coverage for all of the methodology aspects, (2) Lack of definition of a precise evaluation metric. As mentioned above, methodology is referred to as an economical process of developing software, equipped with distinct concepts and modeling tools (Akbari and Faraahi, 2008, 2009). In this regard methodologies can be considered in six major aspects: concepts, notation, process, pragmatics, support for software engineering and marketability. In addition, evaluation metric should be able to present different levels of methodology support for each criterion. The framework presented in (Akbari and Faraahi, 2008) and
completed in (Akbari and Faraahi, 2009) evaluates methodologies from all aspects men-tioned and defines a metric with 7 levels of support; thus it perfectly overcomes the mentioned shortcomings of most evaluation frameworks.

As stated in (Akbari, 2010) the most important difference between the mentioned evaluation framework with existing approaches is that this framework is multi-layered (Figure 3); meaning that methodologies are first considered in the six mentioned aspects and in detailed layers base on the criteria and sub-criteria. Actually, each criterion refers to its sub-criteria, thus it increases the preciseness and clarity of the evaluation and helps the evaluator through the process. Furthermore, users will use the evaluation results accordingly to their required level. For example, for software development organization customer, the overall grade of methodology is important; thus average of methodology rating are presented to him (according to the metric of the framework, resulting average should be rounded in each level of evaluation, to fit one of the 7 levels). But on the contrary, for software developer the grade obtained for most detailed criteria are important.

EXISTING APPROACHES FOR CREATING AGENT-ORIENTED PROJECT-SPECIFIC METHODOLOGIES

Existing approaches for creating agent-oriented project-specific methodologies are based on situational method Engineering (SME). The term method engineering (ME) goes back to Maynard, who introduced it as the research area in mechanical engineering, addressing the definition of methods to industrial engineering (Maynard, 1939). In definition, ME approaches do not necessarily take into account the project or situation in which a method will be applied (Harmsen, 1997). SME is the sub-area of ME directed towards the controlled, formal, and computer-assisted construction of situational (project-specific) methods out of method fragments (a description of an Information System (IS) engineering method, or any coherent part thereof) (Harmseen, 1997). A well-known synonym for SME is Methodology Engineering, which was first introduced in (Kumar and Walke, 1992).

Despite the strengths of existing approaches for creating agent-oriented project-specific methodologies, they also have some weak points:

1. Lack of methodology evaluation and result saving while storing a methodology in method fragments repository.
2. Lack of consideration of method fragment capability while creating a project-specific methodology

To eliminate mentioned shortcomings, two different approaches may be considered:

1. Screening the method fragments at storing stage, by evaluation and storing strong method fragments with high grades.
2. Evaluating and storing all the method fragments with their corresponding evaluation results, and postponing the selection of method fragments with desired grade to methodology building stage.

Clearly, the second approach is the best one and follows the SME goals. Since SME is not always seeking to assemble the method fragments with high grades, but more precisely, it seeks to assemble the proper method fragments (with proper capabilities). For example, a software development organization that works on large, complex, and business-critical projects, must consider management plans in its methodology (Firesmith and Henderson-Sellers, 2002), and as much as the project is larger, more complex and more business-critical, the management plans method fragments should be stronger with higher grades of evaluation. Yet in opposite way software development organization that works on small, simple, and non-critical projects does not need restricted management plans. In this case, restricted management plans would not even help the progress of software development, but would be an overload to development team by defining unnecessary fruitless tasks. Thus, in such cases, method fragments with average or even low grades would be sufficient for the project-specific methodology.

As a result, weaknesses of existing approaches for creating agent-oriented project-specific methodologies also show the necessity of joining these frameworks with evaluation frameworks in order to build project-specific methodologies and thus improve agent-oriented methodologies acceptance. The existing project-specific methodology building frameworks are briefly introduced in the following sections.

Agent OPEN method

OPEN, which stands for Object-oriented Process, Environment and Notation, was first outlined in (Henderson-Sellers and Graham, 1996) and was published in (Graham et al., 1997) as a full life cycle methodology (Firesmith and Henderson-Sellers, 2002). OPEN Process Framework (OPF) consists of: (i) a process metamodel of framework from which can be generated an organizationally specific process, (instance) created using a method engineering approach from (ii) a repository and (iii) a set of construction guidelines. The major elements in OPF metamodel are Work Units (Activities, Tasks and Techniques), Work Products, Producers and two auxiliary ones (Stages and Languages) (Henderson-Sellers et al., 2003).
To extend this approach to support agent-oriented information systems, (Debenham and Henderson-Sellers, 2003) analyzes the differences between agent-oriented and object-oriented approaches in order to be able to itemize and outline the necessary additions to the OPF’s repository in the standard format provided in (Henderson-

**Feature-based method**

In (Juan et al., 2002) is proposed a modular approach enabling developers to build customized project-specific methodologies from AOSE features. An AOSE feature is defined in (Juan et al., 2003) to encapsulate software engineering techniques, models, supporting Computer-Aided Software Engineering (CASE) tools and development knowledge such as design patterns. It is considered a stand-alone unit to perform part of a development phase, such as analysis or prototyping, while achieving a quality attribute such as privacy. Comparing to Agent OPEN method, an AOSE feature can be defined in terms of these notions as a Work Unit performed by one or more Producers in support of a specific software engineering stage resulting in one or more Work Products represented in the respective Languages (Taveter and Sterling, 2008). Differing from Agent OPEN approach, this method does not regard it necessary to rely on the formal metamodel of method fragments and has demonstrated in (Juan and Sterling, 2003; Juan et al., 2002, 2003; Sterling and Taveter, 2009) that informal approach to methodology composition works equally well and is more likely to be adopted in industry.

This method identifies and standardizes the common elements of the existing methodologies. The common elements could form a generic agent model on which specialized features might be based. The remaining parts of the methodologies would represent added-value that the methodologies bring to the common elements, and should be componentized into modular features. The small granularity of features allows them to be combined into the common models in a flexible manner. By conforming to the generic agent model in the common elements, it is expected that the semantics of the optional features remain consistent (Juan et al., 2002).

**FIPA methodology technical committee method**

This work refers to the FIPA Methodology Technical Committee activity and it consists in a quite open approach that allows the composition of elements coming from a repository of fragments of existing design processes that could be expressed in terms of a standard notation. Specifically dealing with the methods integration problem in this contribution, two different approaches have been considered to obtain methods integration: (i) guided by a MAS meta-model; (ii) guided by a development process. In the first approach, while building his own methodology, the designer has to preliminary identify the elements that compose the meta-model of the MAS he is going to build; then he has to choose the method fragments that are able to produce the identified meta-model elements. The second approach focuses on the instantiation of some software development process that completely cover the development of MAS. Given a specific problem and/or an application domain, the process will be instantiated by selection, for each phase, suitable method fragments, chosen from agent-oriented methodologies proposed in the literature or ad-hoc defined (AOSE TFG, 2004; Cossentino and Seidita, 2004; Garro et al., 2004).

**A PRACTICAL INSTANCE OF PROPOSAL PLAN**

As mentioned, to implement the plan proposed in proposal solution to agent-orientation promotion, an evaluation framework and a project-specific methodology building framework are needed. Existing approaches for evaluating agent-oriented methodologies shows that the evaluation framework presented in (Akbari, 2010) perfectly overcomes the shortcoming of most of the existing evaluation frameworks. In addition, since this framework is a feature-based framework, it has the following advantages as well:

1. Previous success (Sturm et al., 2004).
2. The possibility of implementation independent from external resources (e.g. industrial partners) (Sturm et al., 2004).
3. Lack of need of empirical information (Siau and Rossi, 1998)
4. The possibility of direct and detailed identification of methodologies' weaknesses in order to improve them by SME, with stressing on features.

Among existing project-specific methodology building frameworks, Agent OPEN matches the proposed plan best, since:

1. It is more complete and mature compared to others.
2. It has more existing resources compared to others, which facilitates the current research.
3. Method fragment repository of this method is richer compared to others.
4. It is also approved by FIPA (FIPA has some suggestions on merging its own method with Agent OPEN method).

**Conclusion**

The study of AOSE paradigm strengths shows the necessity of its usage; yet its current state reports relative lack of industrial acceptance compared to others. This paper
proposes a solution to this problem which aims to eliminate the weaknesses of this paradigm by the usage of an evaluation framework and a project-specific methodology building framework, simultaneously in a software development organization. The usage of SME, considerations for project management plans, and continuous improvements in the methodology through a wise combination of these frameworks may also lead the organization to reach the fifth level of CMM. In this regard, following future works are suggested:

1. Activities towards implementation and exploitation of the proposal plan:
   
a) Enriching the method fragment repository: The list of AOSE methodologies presented in existing agent-oriented software engineering methodologies may be used as a reference of methodologies, in order to extract their method fragments and complete the repositories of project-specific methodology building frameworks.
   
b) Storing the methodologies’ evaluation results: The information stored may be used as a means to select suitable method fragments for building a project-specific methodology.

2. Activities towards completion of proposal plan details:
   
a) Enforcing the identification of the method fragments related to each criterion while storing a methodology: This will facilitate the selection of suitable method fragments with desired grades (level of property implementation) while building a project-specific methodology.
   
b) Defining a change management plan for continuous changes that occur in proposal plan structure and data: These changes may occur towards improving the evaluation framework, and/or the methodology in use.

3. Activities towards adding more capabilities to the proposal plan:
   
a) Preparing possibilities to design Domain-Specific Languages (DSL): The availability of project-specific methodologies is useless if no proper programming languages assure the software implementation. Thus, it is suggested to establish the facilities for designing DSLs along with the building project-specific methodologies as well.
   
b) Preparing possibilities to determine the proper paradigm for the project and change dominant paradigm of the proposal plan: As the software development organization needs to exploit a project-specific methodology, in case of wide range of projects handled by the organization, there may be the need for different paradigms as well. Thus the proposal plan may be equipped with a framework to select the proper paradigm to handle the project and follow the software development process with

this paradigm, which needs suitable evaluation framework and project-specific methodology building framework as well.
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