Enhancing container transportation traceability based on intelligent product and web-services: Model driven approach
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Containers transportation involves various intermediate supply-chain actors. These containers are subject to myriad risks that can occur at any moment. In addition, the absence of a specialized stakeholder for securing containers flow and the lack of communication among actors impedes identifying responsibilities when an adverse event arises. For this purpose, we advocate the use of traceability system to enhance containers transportation security. This objective is achieved through enhancing systems interoperability to collect necessary information for identifying risks. Thus, we opted for urbanizing a traceability system to meet the new requirements related to risk management. In this paper, we propose the use of web-services to overcome the problems related to the heterogeneity of systems used by supply-chain stakeholders. Thus, we proposed a development process based on model driven architecture (MDA) to automate the code generation of these web-services. Moreover, we used the concept of intelligent product (IP) to propose an intelligent container able to communicate with external systems and to manage information related to its traceability. This solution is validated by a real case study.

Key words: Intelligent product (IP), model driven architecture (MDA), service oriented architecture (SOA), business process (BP), traceability.

INTRODUCTION

Supply-chain activities are often subject to undesirable events, particularly in case of containers transportation. Establishing a risk management processes for securing containers flow is a tedious task, due to the heterogeneity and the distribution of actors involved in the supply-chain processes. This implies the participation of several actors who have different priorities concerning the establishment of risk management process (Erkut et al., 2007). This situation is compounded by the absence of an actor who has the visibility over the entire supply-chain activities. We have the conviction that traceability systems have the potential for improving containers transportation security.
(Boukachour et al., 2011). These systems allow the establishment of a process for collecting necessary information to identify risk events. Furthermore, information related to containers traceability is the basis for investigating the responsibilities of supply-chain actors. To achieve this goal, the traceability system should consider the supply-chain specificity.

The reticular organization of supply-chain actors and their interventions in various networks hinder the cooperation for enhancing traceability. On the one side, the involved actors are reluctant to share information that describes their internal operations due to the risk of information disclosure to competitors. On the other side, there is a lack of interoperability among the traceability system and the heterogeneous systems used by these actors. However, despite these constraints, new regulations impose the adoption of a traceability system, particularly in case of hazardous materials transportation. Thus, adopting traceability should be considered as a competitiveness factor for supply-chain actors.

This work is motivated by supporting the implementation of the Container Safety Initiative (CSI) (Yang, 2011). This initiative aims to remedy the emergence of fraudulent activities, exploiting the vulnerabilities of multi-modal containers transportation. For this purpose, CSI imposes suspicious containers inspection in foreign seaports before goods shipping. However, inspection activities cost and the limited resources allocated for this mission impose the establishment of a decisional process for targeting high risks containers. Consequently, we envisage exploiting traceability information to improve the relevance of suspicious containers targeting.

The first objective is to propose a Service oriented architecture (SOA) for Geo-location Optimization and Secure Transport (GOST) traceability system, and the use of Intelligent Product (IP) concept to develop an intelligent container. The second objective seeks to ease systems adaptation for sharing traceability information based on the Model Driven Architecture (MDA). The MDA automates generation of the web-services foreseen to be interfaced with the GOST system.

RELATED WORKS

Traceability

According to ISO8402, traceability is associated with the ability to trace the history, the use and the location of an entity, based on recorded identifications (Aung and Chang, 2014). Accordingly, product traceability focuses on the identification of its origin, its location and the operations that altered product’s state based on the data provided by the information system of each supply-chain actor involved in the product's life cycle.

Traceability systems are based on a set of basic functionalities. According to Karlsen et al. (2012), traceability system must be able to trace both products and activities, by determining traceable unit and elementary activities. Regattieri et al. (2007) focused on the ability of the traceability system to describe and to communicate product characteristics, taking into consideration confidentiality constraints.

Traceability systems are used in various fields such as food industry (Jin and Zhou, 2014), quality control of products (Aung and Chang, 2014), improving supply chain visibility (Woo et al., 2009) and enhancing risk management in case of hazardous goods transportation (Planas et al., 2008). Bechini et al. (2008) have proposed a generic traceability model for controlling products quality during transportation in food industry. This model allows tracing both of the physical product and the activities executed by the actors involved in the food industry. Thus, it represents a solid basis for developing an efficient traceability system that minimizes recovery cost in case of food contamination. However, this model was not experimented in a real case study. Woo et al. (2009) have proposed a traceability system that enables products monitoring, taking into consideration the granularity of the traceable unit (container, pallet and product). In the MITRA project, traceability system was also used for monitoring the intervention for incidents related to transportation of hazardous materials in Europe (Planas et al., 2008). This project aims to improve the intervention of civil security centers in case of accidents related to hazardous goods transport using new technologies such as satellite navigation systems, geographic information systems and risk knowledge databases.

The aforementioned application proves that traceability systems are often used to enhance risk management in different domains. In this context, GOST traceability system was developed as part of an industrial partnership to enhance security and safety of containers transportation. This system is axed on real-time monitoring of containers carrying hazardous materials in a multi-modal transportation network, and taking into consideration the risk management issues (Boukachour et al., 2011). GOST functioning is axed on containers geo-location. Furthermore, it monitors transport conditions using a set of captors embedded on containers, and generates alerts when predefined rules are transgressed. For example, convoys of dangerous goods have the obligation to go through specific roads far from urban areas. Thus, the traceability system will verify if the convoys have passed through the predefined itinerary, or they broke this rule. Research on traceability field is more focused on technological issues and geo-location. However, only few works have tackled problems related to the interoperability of traceability systems with external systems, and how traceability information can be gathered in a collaborative way. The establishment of such solution will overcome the problems associated with
the mass data of traceability and palliate the problems related to the confidentiality. Furthermore, process for developing a traceability system must lead to an agile and scalable solution, easy to align with the supply-chain’s dynamic. This will facilitate the frequent adaptation of the traceability system to meet the new requirements of risk management, the changes of the involved stakeholders and their roles.

In this we will study the case of GOST traceability system. This system is based on centralized architecture and a push strategy for collecting traceability information. This information is archived in GOST database to respond to external requests. Figure 1 describes the current functioning mode of GOST traceability system.

The shortcomings related to this functioning mode manifest in a massive collection of information likely to be useless without an external request that requires the analysis of traceability information. Furthermore, the centralized architecture brings into focus the risk of information disclosure and the reliability of the entity that ensure this task.

**Intelligent product**

The development of technologies for products self-identification has emerged the concept of IP. The aim of this concept is to bridge the gap between products’ physical and informational representation. According to McFarlane et al. (2003), an IP is characterized by an identifier, communication with the environment, information gathering, the ability to communicate its features and decision making. The IP’s definition proposed by Kärkkäinen et al. (2003), is focused on the ability of a product to take decisions. Olli (2007) have focused on the ability of an IP to perceive its environment and how it responds to changes.

Meyer et al. (2009) have proposed an IPs classification according to three criteria; intelligence level, intelligence location, intelligence aggregation. The first criterion distinguishes the product that manages its information, the product that notifies problems occurrence and the product that analysis information to take a decision. The second criterion distinguishes the product with an embedded intelligence and the case of external intelligence through network. The third criterion distinguishes the case of simple IP considered as an atomic entity, and the case of composed IP that manages information related to its components. Wong et al. (2002) have proposed a simplified classification of IP axed on the intelligence level. Consequently, IPs are classified into products characterized by a communicative model or decisional model. The first model includes products that are able to gather information about themselves and the context where they are located. Moreover, these products are able to establish connectivity with external systems in order to communicate information. The second model encompasses products endowed with reasoning processes that exploits the gathered information to take decision concerning their destiny.

The implementation of IP concept is not limited to a single standard. The works we reviewed tackle the problems related to IP implementation from two points of view. The first one is axed on a theoretical approach and aims to propose a conceptual model of IP. The second one is axed on the experimentation of technologies for the realization of this concept.

From a theoretical point of view, Framling et al. (2003) have used the ID@URI concept to link the physical product to a software agent, which manages information related to its life-cycle. An IP model based on the combination of Holons and software agents was proposed by Valckenears et al. (2009). The Holon concept was coined by Fischer et al. (2003) and covers both of the notions "whole" and "part". Accordingly, this concept consists of a fractal structure that is stable, coherent and that consists of several Holons as sub-structures and is itself a part of a greater whole. The software agent represents a program located in an environment and it is able to perceive and act on its environment. The agents display an amount of autonomy and are able to act in dynamic and uncertain environment (Fischer et al., 2003).

The IP model presented by Xiaoyu et al. (2009) is based on intelligence through network model. It is based on embedding data unit into product to be connected to services deployed by external servers. From an experimental point of view, Kiritsis (2011) has exploited this concept to enrich gathering information related to a product life-cycle, to ease the diagnosis and maintenance of gaming consoles. An application of IP was realized by Ngai et al. (2005) for tracking containers and forklifts inside warehouses.

IP concept presents a significant potential for ameliorating traceability systems functioning. It allows building an intelligent container able to perceive its environment, to manage its traceability information and to communicate with external systems. This goal can be achieved based on the technological solutions deployed by GOST system.
Model driven architecture

The frequent need to align the IT solutions used by an organization to its new business needs must be supported by a new approach to simplify this task. In addition, it is wise to consider the software maintenance phase in its development cycle (Liang and Des, 2009). To overcome this problem, the MDA approach has been proposed by the Object management group (OMG) to reduce the cost of development and adaptation of systems by automating the code generation from a system modeling.

The MDA approach is based on a software engineering idea which calls for the separation of the functional specification of a system and details related to the implementation platforms. This approach aims to separate the organizational and functional aspects of a system from the technological implementation decisions. MDA covers different phases of software development and promotes the automatic generation of a large part of the code. Moreover, the main objectives of this approach are reflected in the portability, the interoperability and the reusability, by the separation of architectural concerns (Estefan, 2008).

MDA is a modeling framework composed of multilevel models of abstraction. This allows capturing the business logic of the system and its functional and non-functional needs, along with a sufficient level of details needed for the automated code generation.

According to José-Luis and Pablo (2013), the key feature of this approach is its ability to define transformations for the passage from abstract models to more specific models. This is the mapping that establishes the link among the basic concepts of different models. Therefore, the modification of a model is reflected in the other models by a series of automated systemic changes which limit the system adaptation costs.

Business process (BP)

According to Muehlen and Indulska (2010), a BP is a collection of actions that address a set of input values to provide a result. Based on these definitions, we equate the BP to a structured set of activities performed by one or more actors and satisfying a set of constraints to achieve the goal set by its designer.

In a changing environment, BPs management and adaptation are key factors for organizations survival. Thus, the importance of processes improvement and understanding of their structures by unspecialized actors, have emerged the need for new modeling techniques. Vergidis et al. (2008) classified modeling techniques in three sets. The first technique is communicative and based on the use of diagrams modeling. The second technique is based on mathematical models to provide a precise specification of BPs. The third technique gives a linguistic description and simplifies the automation of the processes implementation.

There are several modeling standards for BPs such as Xml Process Definition Language (XPDL), Business Process Modeling Language (BPML), and Business Process Execution Language (BPEL). These are intended to simplify the implementation of BP by exploiting XML notation. However, these aforementioned standards do not have a graphical notation for BP modeling. Therefore, only a small number of specialized actors can operate the generated models. To overcome this problem, the OMG proposed the Business Process Modeling Notation (BPMN) which is a schematic standard simplifying the understanding of BPs. BPMN provides a visual and intuitive description of a BP (Vergidis et al., 2008). Chinosi and Trombetta, (2011) proposed a comprehensive study of this modeling notation, specification and relationship with other BP modeling tools.

BPMN allows BP modeling at several levels of details. This standard is suitable for modeling of internal and external organizational processes. For internal processes, it takes account of the internal activities of organizations and makes abstraction of interactions with external actors. Regarding the modeling of external BPs, it considers the collaborative aspect of process modeling activities that ensure the interaction between the organization and its environment. This aligns with the needs of activities modeling in a supply chain.

MATERIALS AND METHODS

Satisfying the inherent need for containers traceability in supply-chain's context is a tedious task. Accordingly, we adopt an approach structured into four steps to alleviate the complexity of this study. This approach is based on the use of these aforementioned concepts (MDA, Web-Service, and IP); in addition, it details the steps to follow from problem analysis to the solution implementation. Figure 2 illustrates the main steps of this approach.

The first step - objectives description - aims to present how we exploit the IP concept to propose an intelligent container able to manage the information related to its life cycle. In the second step, we propose a new distributed architecture for GOST based on the integration of the intelligent container and web-services to overcome the problems related to the centralization of information and traceability information sharing.

The second step - domain analysis - consists mainly of identifying the domain needs, specifying the characteristics of the system to implement and understanding its use context. This analysis simplifies the identification of actors involved in the process of containers transportation and details the role of each stakeholder. At first, we adopt a case oriented approach relying on the Use case diagram (UCD) of Unified modeling language (UML) to achieve a static view of system actors and functions. In a second step, we use the boundary, entity, and control (BEC) diagram (2011). This diagram uses the functional requirements determined by the UCD to specify the classes to be implemented. To achieve a dynamic view of the system, we use the BPMN to model the execution sequence of the functions identified by the UCD.

The third step - web-service generation - deals with problems related to adaptation of the systems used by the supply-chain actors to enable traceability information sharing. For this purpose,
we opted for web-services to collect information. This choice is supported by the ease of web-services invocation by the intelligent containers through internet. The aim of this step is to generate automatically web-services based on a MDA process. Figure 3 gives an overview of this process.

The MDA process starts by the specification of the Computation independent model (CIM) (Elfazziki et al., 2012). It deals with the conduct of a domain analysis to understand the mission of the studied system. The second stage of this process focuses on the specification of the Platform independent model (PIM) of the source model and the target model. It aims to define the UML class diagram meta-model and the Server query language (SQL) meta-model, to perform the mapping between their basic concepts as well as to ensure validity of the model to transform and the model to generate. The third step in this process is based on the specification of transformation rules from the mapping of the two meta-models using Object constraints language (OCL). The transformations are performed using the Atlas transformation language (ATL) (Elfazziki et al., 2012). The ATL transforms the source Platform specific model (PSM) representing the class diagram expressed in XML Metadata Interchange (XMI), to a target PSM compliant with SQL expressed in XMI. The resulting PSM is transformed into SQL statements using the eXtensible stylesheet language transformations (XSLT) (Ming-zhe, 2013) to deploy a Database (DB). The last step of this process is based on the use of Netbeans development environment to generate the Create, Read, Update, and Delete (CRUD). JAVA code required for managing the DB. The JAVA classes generated for tables' consultation are deployed as Data access web-services (DAWS).

The last step of the proposed approach aims to orchestrate the generated DAWS according to the BP logic. This allows us to generate a new composite web-service that provides the information related to a container traceability based on the DAWS deployed by the supply-chain actors. To achieve this goal, we exploit the BPMN diagram expressed in the CIM. The BPMN is supported by the BPEL that provides a description of the interactions between the BP and the web-services. Thus, the implementation of the sequence of BP activities defines the order of granular web-services invocation to achieve the BP goal. Therefore, the execution of this process is equivalent to the invocation of a new composite web-service, based on the orchestration of granular web-services interfaced with the BP.

**APPLICATION AND RESULTS**

This section describes the implementation of each step of the proposed approach.

**Objectives description**

To improve the functioning of the GOST traceability system we propose a distributed architecture of this system based on web-services. This new architecture delegates traceability information gathering to the intelligent container. This latter is capable to collect and communicate information related to its life-cycle. This new solution allows container to get only its information at the appropriate time. Thus, it is based on a pull mode for collecting traceability information, and a decentralized architecture where each supply-chain actor ensures the storage of traceability information. Figure 4 gives an overview of the new functioning mode of GOST.

The proposed architecture imposes to supply-chain stockholders to deploy DAWS to share traceability information related to containers. These web-services are exploited by the intelligent container to generate a new composite web-service that provides the intervention description of each supply-chain actor involved in the container life-cycle.

The new functioning mode of GOST needs an IP model that overcomes the simple connection between physical product and its informational representation for a model able to interact with heterogeneous systems. For this aim, we propose an enriched model of IP to build an intelligent container able to exploit the deployed DAWSs.

The proposed model of the intelligent container is
structured into three packages. The first package represents physical products and it consists of Radio frequency identification (RFID) tag for identification, GPS box for geo-location, a set of sensors to monitor container's internal state and a modem to communicate through network. The second package represents the informational product. It is composed of static information describing the products properties, dynamic information such as temperature evolution during the transportation and a container agent that manages this information. The third package represents the services layer. It is comprised of granular DAWS and a web-service mediator needed by container agent to deploy composite web-services. The composite web-service corresponds to the orchestration of the granular DAWS deployed by the supply chain actors that have intervened during container transportation. The container exploit this new web-service to gather information related to its life cycle. For example, Figure 5 shows the intelligent container model.

**Domain analysis**

The studied case treats the process of preparation and delivery of a Less-than-container-load (LCL). This container is based on the consolidation of parcels sent by different clients to the same destination. Each sender prepares his parcel and sends it to the consolidator,
which provides storage of these parcels during the required time to receive enough parcels to fill the container. These parcels are packed in a container that will be transported to the maritime container terminal by a hauler. The consolidator provides information describing the nature and origin of goods. This information is used by customs to allow the container access to the terminal; Figure 6 illustrates this process.

The establishment of a traceability process must be preceded by an analysis to determine the information to be collected. To do this, the BEC diagram identifies persistent entities of the information systems used by the stakeholders. These entities carry information about the supply-chain actors’ activities. We present a simple example of a seller making an order. BEC diagram (Figure 7) shows that the system used by the seller consists of interface and control classes, which represent the user interface and the entity that supervises operations performed by the seller. We focus on persistent entities of the system and we determine which entities are holding traceability information about the order preparation. Therefore, we must take account of persistent classes determined by the BEC diagram (Figure 7), which are command, customer, product and product type.

For a dynamic view of the preparation and delivery process of a LCL container to the seaport, we opted for a model based on BPMN. The modeling process is performed following the description level defined by Silver (2009). Thus, the following model provides a macroscopic view focusing only on the treatment of parcels sent by the seller, without detailed internal sub-processes of each stakeholder (Figure 8).

**Web-services code generation**

The process of generating web-services using the MDA approach starts with the specification of the CIM for capturing business requirements. This was detailed in the previous section - domain analysis - by specifying a static view of the main features of the system and a dynamic view by modeling the studied BPs.

The web-services generation is based firstly on the description of the traceability data shared by the supply chain actors, and secondly on the creation of new databases that can be accessed by DAWs. To do this, the actors give a detailed description of the traceability data. Then, these data will be refined to specify an UML class diagram. This class diagram is used for SQL code generation.
generation, necessary to create the new database. This brings us to use in a first stage a class diagram meta-model to ensure compliance of the input model with the specifics of an UML class diagram, and in a second stage, a SQL meta-model that will guarantee compliance of the generated model to the specifics of the SQL implementation platform. Figure 9 shows a simple version of the meta-models used specifically for the case study.

The transition from a class diagram to a SQL model is based on transformation rules between the two models. These transformation rules are derived from the mapping which determines the correspondence among the elements of these aforementioned meta-models. These correspondences are detailed as follows:

**Named Element to Named:** Establishes a link between the two models parent classes; we use parent classes in order to get main node during models specification using XML. Thus, all the classes composing a meta-model extend one main class.

**DataType to Type:** Binds attribute types of a class to columns types of a table, for example it binds the String to Varchar type; this guarantee that the parameters used by the deployed web-services correspond to au columns' type in databases.

**Class to Table:** Transforms the model classes into SQL table. Thus the generated SQL tables are used to deploy the database that will be interrogated by the web services.

**Attribute to column:** Allows the transformation of the attributes of a class in columns in a SQL table; this is the
The basis for creating the tables for recording traceability data.

**Association Column+**: Transforms the connection between a class and its attributes to a table and its columns; this transformation rule brings together the generated columns relatively to the table that includes them.

**Association KeyOf**: Determines the primary key of the generated table. The key is used for identifying the databases records in unique manner.

In the studied case, ATL provides the transition from a class diagram to a SQL database model. Therefore, the implementation of the defined specifications mapping covers the transformation rules in Object constraints language (OCL). For example, "DataType to Type" is the transformation rule that determines the relationship between an UML class attribute type and a SQL table column type. It is implemented as following:

```xml
<xml version="1.0" encoding="UTF-8"?
<xml:OML xmlns:oml=http://www.omg.org/OML xmlns:class>
  <Class name="Consolidator">
    <Attr name="idCriterion" multiValued="false" type="/1"/>
    <Attr name="idContainer" multiValued="false" type="/1"/>
    <Attr name="value" multiValued="false" type="/1"/>
  </Class>
</xml:OML>
```

**Figure 10.** (a) Input model class diagram (b) Output SQL model expressed with XMI.

```
CREATE TABLE Consolidator ( idContainer varchar(255), c1 varchar(255), c2 varchar(255), c3 varchar(255), c4 varchar(255), c5 varchar(255), c6 varchar(255), c7 varchar(255), c8 varchar(255) );
ALTER TABLE Consolidator ADD CONSTRAINT pk_Consolidator PRIMARY KEY (idContainer);
```

**Figure 11.** Generated SQL code: consolidator table.

The changes made by the ATL allow the passage from an input model to an output model -expressed in XMI- that meets the specifics of the implementation platform. The output model is not directly exploitable and requires a second transformation type "ModelToText" to generate SQL code for deploying the new DB. This step is completed by using the eXtensible Stylesheet Language Transformations (XSLT). It is a XML transformation language proposed by the W3C to convert XML documents into other languages. Thus, the transition from the generated XMI model to SQL is done by specifying a XSLT script that determines the transformation rules. These rules are executed using a XSLT processor. The following script shows the implementation code of the generated DB table that corresponds to the consolidator with the criteria that describe his interventions (Figure 11).

The second phase of the process of generating DAWS covers the use of the Netbeans IDE to generate the CRUD classes in Java, needed for the DB operation. We focus on classes of tables' consultation to meet the need of collecting traceability information. The Netbeans IDE provides tools for identifying entity classes from the deployed DBs. In this step, the generated classes are deployed as WS. The following script shows an example
of the WSDL file describing the deployed DAWS to retrieve information about a seller (Figure 12).

Web-services orchestration

In this step, we propose a solution to use DAWS for the deployment of a new composite web service. This latter is invoked by the intelligent container to meet the traceability requests. Thus, the solution is based on the use of BP logic to orchestrate the granular DAWSs.

To exploit the BPs modeling for orchestrating DAWS, we opted for the BPEL Designer proposed by Eclipse IDE. It allows modeling the invocation order of DAWS along with the implementation of activities that represent the BP shown in Figure 9. The BPEL Designer simplify the generation of BPEL code that will executes the BP. As a result, it enables automating the execution of the BPs by linking its activities to DAWS. This allows the generation of composite WS based on the orchestration of DAWS. The intelligent container will respond to external requests by operating the composite web-service. Figure 13 shows a model for the BPEL invocation of three DAWSs.

DISCUSSION

The objective of this work is to urbanise the GOST traceability system to meet the evolving data needs to improve the risk management during containers transport. For this purpose, we specified a new distributed architecture of GOST system based on web-services and the concept of intelligent container. Furthermore, a development process based on the MDA was proposed to automate the code-generation of web-services to facilitate the adaptation of systems used by supply-chain actors to share traceability information.

Our first contribution is the proposal of an enriched model of intelligent container through the specification of web-service layer. The aim of this contribution is to enhance the connectivity of the container with the external system and to delegate gathering the traceability data to each intelligent container. This solution allows us to avoid confidentiality problems related to the risk of data divulgation. Thus we differentiate from existing IP models axed on data gathering.

Our second contribution manifests in the proposal of a development based on MDA for web-service generation. The web-services were chosen because they allow to build more flexible architecture and to speed the integration of existing applications. Moreover, the proposed process minimizes the costs of adapting the heterogeneous systems to communicate with the intelligent container. The main advantage of this process is reflected in the separation of the system aspects in several models and automating the transition from one model to another using transformation rules as earlier specified. It was pointed out that this process is structured into many steps likely to be laborious; however it is based on open sources solutions and it is founded on well know standards. Thus, this approach contributes to minimize development times and can be adopted to accelerate software development cycle with other technologies.

As a perspective of this work, it is assumed that this solution can be improved by the use of Enterprise service web (ESB) (Ming-zhe, 2013). Thus, the connectivity among intelligent containers and externals systems can be ensured by the configuration of an ESB. Furthermore, we can avoid the generation of the DAWS by accessing the databases directly using the adapters proposed the ESB; however this solution required a special configuration for each database.

CONCLUSION AND PERSPECTIVES

This paper was aimed to enhance traceability system functioning to meet the needs of securing containers transportation. For this, a decentralized structure of GOST traceability system based on the exploitation of the
IP concept and web-services was proposed. The main contribution of this work is reflected in the proposal of a model-driven architecture approach and web-services to simplify the collection of traceability information. To this end, the ATL was used to automate the generation of web-services based on an UML class diagram. In addition, the BPMN diagram was used to orchestrate the generated web-services according to the business logic. Work is currently underway for the proposal of a new solution to ease the collection of traceability information based on the configuration of an enterprise service bus. The main contribution of this alternative manifests in the availability of open source adapters for interfacing legacy systems with GOST traceability system.
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